**Модуль 7: ORM SQLAlchemy**

**Заняття 2: Міграції разом з Alembic. Підготовка проекту**

У цьому практичному прикладі ми створимо базу даних (БД) **Sqlite** з використанням ORM пакета [**sqlalchemy**](https://www.sqlalchemy.org/) (https://www.sqlalchemy.org/), а також використаємо пакет [**alembic**](https://alembic.sqlalchemy.org/en/latest/) (https://alembic.sqlalchemy.org/en/latest/) для створення та контролю міграцій.

Наше завдання отримати невеликий "TODO" проект, у якому будуть завдання — таблиця notes, у завдань будуть підпорядковані пункти з описом та контролем виконання — таблиця records. Також ми реалізуємо можливість додати до завдань теги — таблиця tags.

Створюємо папку проекту.

mkdir EX-09

cd EX-09

Створюємо віртуальне оточення poetry та активуємо його. Встановлюємо пакет **alembic** та **sqlalchemy**

poetry add alembic sqlalchemy

Після встановлення, в корені проекту необхідно ініціалізувати оточення **alembic** за допомогою команди:

alembic init alembic

Цей виклик створить папку з ім'ям alembic всередині вашого проекту, а також файл alembic.ini з налаштуваннями.

**Налаштування пакета alembic**

Починаємо налаштовувати наше оточення. Потрібно знайти у файлі alembic.ini рядок

sqlalchemy.url = driver://user:pass@localhost/dbname

І замінити його на шлях до нашої БД. Ми будемо використовувати файл mynotes.db в корені проекту.

sqlalchemy.url = sqlite:///mynotes.db

Наступним кроком буде зміна файлу env.py. Тому що ми хочемо використовувати автогенерацію SQL скриптів в міграціях alembic — нам необхідно повідомити про це оточення у файлі env.py, який розташований у папці alembic.

Відкриємо його і насамперед імпортуємо нашу декларативну базу з файлу model.py. Цей файл ми створимо трохи пізніше.

alembic/env.py

from logging.config import fileConfig

from sqlalchemy import engine\_from\_config

from sqlalchemy import pool

from alembic import context

from models import Base

Далі нам необхідно знайти рядок:

target\_metadata = None

і замість None, вказати наші метадані:

target\_metadata = Base.metadata

**Створення моделей**

Тепер створимо моделі у файлі models.py для нашого завдання. У ньому ми опишемо ORM класи з використанням sqlalchemy.

**models.py**

from datetime import datetime

from sqlalchemy import Column, Integer, String, Boolean

from sqlalchemy.ext.declarative import declarative\_base

from sqlalchemy.orm import relationship

from sqlalchemy.sql.schema import ForeignKey, Table

from sqlalchemy.sql.sqltypes import DateTime

Base = declarative\_base()

# таблиця для зв'язку many-to-many між таблицями notes та tags

note\_m2m\_tag = Table(

"note\_m2m\_tag",

Base.metadata,

Column("id", Integer, primary\_key=True),

Column("note", Integer, ForeignKey("notes.id", ondelete="CASCADE")),

Column("tag", Integer, ForeignKey("tags.id", ondelete="CASCADE")),

)

# Таблиця notes, де зберігатимуться назви завдань

class Note(Base):

\_\_tablename\_\_ = "notes"

id = Column(Integer, primary\_key=True)

name = Column(String(50), nullable=False)

created = Column(DateTime, default=datetime.now())

records = relationship("Record", cascade="all, delete", backref="note")

tags = relationship("Tag", secondary=note\_m2m\_tag, backref="notes", passive\_deletes=True)

# Таблиця records, де зберігатимуться записи справ для конкретного завдання з таблиці notes - зв'язок one-to-many, поле note\_id

class Record(Base):

\_\_tablename\_\_ = "records"

id = Column(Integer, primary\_key=True)

description = Column(String(150), nullable=False)

done = Column(Boolean, default=False)

note\_id = Column(Integer, ForeignKey(Note.id, ondelete="CASCADE"))

# Таблиця tags, де зберігається набір тегів для списку справ.

class Tag(Base):

\_\_tablename\_\_ = "tags"

id = Column(Integer, primary\_key=True)

name = Column(String(25), nullable=False, unique=True)

Тут ми якраз використовуємо таблицю note\_m2m\_tag, щоб створити відношення *багато до багатьох* між таблицями notes та tags.

Зверніть увагу, що вказавши для таблиці records параметр ondelete="CASCADE",

note\_id = Column(Integer, ForeignKey(Note.id, ondelete="CASCADE"))

Ми говоримо про те, що при видаленні запису з таблиці notes ми видалимо автоматично всі пов'язані записи у таблиці records.

Аргумент ключового слова backref в конструкції relations дозволяє автоматично генерувати нове відношення, яке буде автоматично додано до зіставлення ORM для пов'язаного класу. Іншими словами, в таблиці Note ми створили відносини relationship для того, щоб отримувати записи records з таблиці Record. За допомогою таблиці secondary=note\_m2m\_tag здійснили зв'язок *багато до багатьох*, щоб отримувати доступ до тегів завдання.

INFO

Параметр passive\_deletes вказує на поведінку завантаження під час операцій видалення. Значення True вказує, що вивантажені дочірні елементи не повинні завантажуватись під час операції видалення батьківського елемента. Зазвичай при видаленні батьківського елемента завантажуються всі дочірні елементи, щоб їх можна було або помітити як видалені, або встановити їхній зовнішній ключ до батьківського елемента, що дорівнює NULL. Позначка цього прапора як True зазвичай має на увазі наявність правила ON DELETE <CASCADE|SET NULL>, яке оброблятиме оновлення/видалення дочірніх рядків на стороні бази даних.

**Створення міграцій**

Створивши файл із моделями, можна виконати міграцію для перевірки загальної працездатності застосунку. Для цього потрібно виконати наступну консольну команду в корені проекту.

alembic revision --autogenerate -m 'Init'

Приблизно, у разі успішного виконання, виведення в консолі повинно бути наступним:

PS ...> alembic revision --autogenerate -m 'Init'

INFO [alembic.runtime.migration] Context impl SQLiteImpl.

INFO [alembic.runtime.migration] Will assume non-transactional DDL.

INFO [alembic.autogenerate.compare] Detected added table 'notes'

INFO [alembic.autogenerate.compare] Detected added table 'tags'

INFO [alembic.autogenerate.compare] Detected added table 'note\_m2m\_tag'

INFO [alembic.autogenerate.compare] Detected added table 'records'

Generating ...\alembic\versions\78d017764932\_init.py ... done

Після виконання команди, в корені проекту повинен з'явитися файл SQLite mynotes.db. Це наша БД, в якій поки що буде порожня таблиця alembic\_version з версіями міграцій **alembic**. Також у папці alembic\versions з'явиться .py файл зі скриптом міграції. Він автоматично згенерований і у вашому випадку повинен відрізнятися за Revision ID

**alembic/versions/78d017764932\_init.py**

"""Init

Revision ID: 78d017764932

Revises:

Create Date: 2022-02-23 15:02:47.133199

"""

from alembic import op

import sqlalchemy as sa

# revision identifiers, used by Alembic.

revision = '78d017764932'

down\_revision = None

branch\_labels = None

depends\_on = None

def upgrade():

# ### commands auto generated by Alembic - please adjust! ###

op.create\_table('notes',

sa.Column('id', sa.Integer(), nullable=False),

sa.Column('name', sa.String(length=50), nullable=False),

sa.Column('created', sa.DateTime(), nullable=True),

sa.PrimaryKeyConstraint('id')

)

op.create\_table('tags',

sa.Column('id', sa.Integer(), nullable=False),

sa.Column('name', sa.String(length=25), nullable=False),

sa.PrimaryKeyConstraint('id'),

sa.UniqueConstraint('name')

)

op.create\_table('note\_m2m\_tag',

sa.Column('id', sa.Integer(), nullable=False),

sa.Column('note', sa.Integer(), nullable=True),

sa.Column('tag', sa.Integer(), nullable=True),

sa.ForeignKeyConstraint(['note'], ['notes.id'], ondelete='CASCADE'),

sa.ForeignKeyConstraint(['tag'], ['tags.id'], ondelete='CASCADE'),

sa.PrimaryKeyConstraint('id')

)

op.create\_table('records',

sa.Column('id', sa.Integer(), nullable=False),

sa.Column('description', sa.String(length=150), nullable=False),

sa.Column('done', sa.Boolean(), nullable=True),

sa.Column('note\_id', sa.Integer(), nullable=True),

sa.ForeignKeyConstraint(['note\_id'], ['notes.id'], ondelete='CASCADE'),

sa.PrimaryKeyConstraint('id')

)

# ### end Alembic commands ###

def downgrade():

# ### commands auto generated by Alembic - please adjust! ###

op.drop\_table('records')

op.drop\_table('note\_m2m\_tag')

op.drop\_table('tags')

op.drop\_table('notes')

# ### end Alembic commands ###

Для застосування міграції з отриманого файлу та створення таблиць наших моделей у БД виконаємо команду:

alembic upgrade head

Виведення:

...> alembic upgrade head

INFO [alembic.runtime.migration] Context impl SQLiteImpl.

INFO [alembic.runtime.migration] Will assume non-transactional DDL.

INFO [alembic.runtime.migration] Running upgrade -> 78d017764932, Init

Після виконання, міграція створить таблиці в нашій БД. І ми отримаємо наступну ER діаграму.

![https://s3.eu-north-1.amazonaws.com/lms.goit.files/f53dbfc0-f8b8-480c-afa5-82f03226eb54image.png](data:image/png;base64,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)

На цьому підготовчий етап завершений і потрібно заповнити нашу БД даними.

**Заповнюємо БД даними**

Створимо в корені проекту файл підключення до БД connect\_db.py:

**connect\_db.py**

from sqlalchemy.engine import create\_engine

from sqlalchemy.orm import sessionmaker

engine = create\_engine("sqlite:///mynotes.db")

Session = sessionmaker(bind=engine)

session = Session()

Потім створюємо у корені проекту файл seeds.py з наступним вмістом:

**seeds.py**

from connect\_db import session

from models import Note, Record, Tag

if \_\_name\_\_ == '\_\_main\_\_':

tag1 = Tag(name="groceries")

tag2 = Tag(name="food")

note = Note(name="Go to the store")

note.tags = [tag1, tag2]

rec1 = Record(description="Buy bread", note=note)

rec2 = Record(description="Buy sausage 0.5 kg", note=note)

rec3 = Record(description="Buy tomatoes 1 kg", note=note)

session.add(note)

session.commit()

Виконаємо його. Після виконання у БД ми отримаємо завдання "Go to the store", яке містить три записи: "Buy bread", "Buy sausage 0.5 кг" та "Buy tomatoes 1 кг". Так само для завдання "Збігати в магазин" ми присвоїли два теги "groceries" та "food"

**Запускаємо приклад**

Перевіримо, що дані записалися в БД наступним запитом до неї.

SELECT nt.id, nt.name, rc.description, rc.done, t.name as tag

FROM notes AS nt

LEFT JOIN records AS rc ON rc.note\_id = nt.id

LEFT JOIN note\_m2m\_tag AS nmmt ON nmmt.note = nt.id

LEFT JOIN tags AS t ON t.id = nmmt.tag

WHERE t.name = 'food'

Ми повинні отримати результат у вигляді такої таблиці:
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Створимо файл main.py і помістимо туди код виконання запиту до БД, але вже за допомогою SQLAlchemy.

**main.py**

from sqlalchemy import select

from connect\_db import session

from models import Note, Tag, Record, note\_m2m\_tag

if \_\_name\_\_ == '\_\_main\_\_':

q = session.execute(

select(Note.id, Note.name, Record.description, Record.done, Tag.name.label('tag'))

.join(Record)

.join(note\_m2m\_tag)

.join(Tag).filter(Tag.name == 'food')

).mappings().all()

print(q)

Виведення (метод mappings надає нам виведення у вигляді готового словника):

[

{'id': 1, 'name': 'Go to the store', 'description': 'Buy bread', 'done': False, 'tag': 'food'},

{'id': 1, 'name': 'Go to the store', 'description': 'Buy sausage 0.5 kg', 'done': False, 'tag': 'food'},

{'id': 1, 'name': 'Go to the store', 'description': 'Buy tomatoes 1 kg', 'done': False, 'tag': 'food'}

]

Як бачимо, результати збігаються. Наше завдання повністю вирішене. Успіхів у виконанні домашнього завдання!